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import numpy as np
from collections import Counter
import math

f#f =====================================================
# PIal—arvAk
## =====================================================

def simulate_one_trial (alpha, beta, T):
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# Lambda ~ (D7) OTVHERE) GammaT
Lambda = np.random.gamma (shape=alpha, scale=1.0 / beta)

# BRI H72D D rate
rate = Lambda / T

t = 0.0
event_times = []

while True:
# ¥ T / Lambda DI

t += np.random.exponential(scale=1.0 / rate)

if t > T:
break

event_times.append (t)

return Lambda, event_times

# OIS (BEwfE) - PMF
# N(T) ~ NB(alpha, p), p = beta / (beta + 1)

def negbin_pmf(n, alpha, beta):
p = beta / (beta + 1.0)
return (
math.gamma(n + alpha)
/ (math.gamma (alpha) * math.factorial(mn))
* (p ** alpha)
* ((1 - p) **x n)

)
# =====================================================
# MEEHa— K
# ============-=s=s==s========s=s==s=========s=================
if __name__ == "__main__"

# RNTRX—=X

alpha = 3.0

beta = 2.0

T = 4.0

n_trials = 20000

counts = []
lambdas = []

for in range(n_trials):




lam, events = simulate_one_trial (alpha, beta, T)
lambdas.append (lam)
counts.append(len(events))

counts = np.array(counts)

# ---- HARWGEIE ----

print ("===_Basicstatistics==="

print ("Mean,countuuu:", counts.mean())
print ("Variance count,:", counts.var())
print ("Mean,lambda, ,,:", np.mean(lambdas))
print ()

# BHamfE
theo_mean = alpha / beta
theo_var = theo_mean + (theo_mean ** 2) / alpha

print ("===_,Theoretical (Negative Binomial) ==="
print ("Theoretical mean, :", theo_mean)

print ("Theoretical var,,:", theo_var)

print ()

# --—- otk (BP0 ----

print ("===_,Empiricalvs, Theoretical ,PMF ==="
freq = Counter (counts)

max_k = 8

for k in range(max_k + 1):
emp = freqlk] / n_trials
theo = negbin_pmf (k, alpha, beta)
print (f"k={k:2d} empirical={emp:.4f} ,theoretical={theo:.4f}")

1: Simulation code for events whose counts follow a negative binomial distribution.
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